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Preface 1

Preface

Octave was originally intended to be companion software for an undergraduate-level text-
book on chemical reactor design being written by James B. Rawlings of the University of
Wisconsin-Madison and John G. Ekerdt of the University of Texas.

Clearly, Octave is now much more than just another ‘courseware’ package with limited
utility beyond the classroom. Although our initial goals were somewhat vague, we knew
that we wanted to create something that would enable students to solve realistic problems,
and that they could use for many things other than chemical reactor design problems.

There are those who would say that we should be teaching the students Fortran instead,
because that is the computer language of engineering, but every time we have tried that, the
students have spent far too much time trying to figure out why their Fortran code crashes
and not enough time learning about chemical engineering. With Octave, most students pick
up the basics quickly, and are using it confidently in just a few hours.

Although it was originally intended to be used to teach reactor design, it has been used in
several other undergraduate and graduate courses in the Chemical Engineering Department
at the University of Texas, and the math department at the University of Texas has been
using it for teaching differential equations and linear algebra as well. If you find it useful,
please let us know. We are always interested to find out how Octave is being used in other
places.

Virtually everyone thinks that the name Octave has something to do with music, but it
is actually the name of a former professor of mine who wrote a famous textbook on chemical
reaction engineering, and who was also well known for his ability to do quick ‘back of the
envelope’ calculations. We hope that this software will make it possible for many people to
do more ambitious computations just as easily.

Everyone is encouraged to share this software with others under the terms of the GNU
General Public License (see Appendix J [Copying], page 719). You are also encouraged to
help make Octave more useful by writing and contributing additional functions for it, and
by reporting any problems you may have.
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How You Can Contribute to Octave

There are a number of ways that you can contribute to help make Octave a better system.
Perhaps the most important way to contribute is to write high-quality code for solving
new problems, and to make your code freely available for others to use. See Appendix D
[Contributing Guidelines], page 687, for detailed information on contributing new code.

If you find Octave useful, consider providing additional funding to continue its develop-
ment. Even a modest amount of additional funding could make a significant difference in
the amount of time that is available for development and support.

If you cannot provide funding or contribute code, you can still help make Octave better
and more reliable by reporting any bugs you find and by offering suggestions for ways to
improve Octave. See Appendix F [Trouble], page 695, for tips on how to write useful bug
reports.

Distribution

Octave is free software. This means that everyone is free to use it and free to redistribute
it on certain conditions. Octave is not, however, in the public domain. It is copyrighted
and there are restrictions on its distribution, but the restrictions are designed to ensure
that others will have the same freedom to use and redistribute Octave that you have. The
precise conditions can be found in the GNU General Public License that comes with Octave
and that also appears in Appendix J [Copying], page 719.

Octave is available on CD-ROM, with various collections of other free software, from the
Free Software Foundation. Ordering a copy of Octave from the Free Software Foundation
helps to fund the development of more free software. For more information, write to

Free Software Foundation

51 Franklin Street, Fifth Floor
Boston, MA 02110-1301-1307
USA

Octave can also be downloaded from http://www.octave.org, where additional infor-
mation is available.
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1 A Brief Introduction to Octave

GNU Octave is a high-level language, primarily intended for numerical computations. It
provides a convenient interactive command line interface for solving linear and nonlinear
problems numerically, and for performing other numerical experiments. It may also be used
as a batch-oriented language for data processing.

GNU Octave is freely redistributable software. You may redistribute it and/or modify
it under the terms of the GNU General Public License as published by the Free Software
Foundation. The GPL is included in this manual in Appendix J [Copying], page 719.

This manual provides comprehensive documentation on how to install, run, use, and
extend GNU Octave. Additional chapters describe how to report bugs and help contribute
code.

This document corresponds to Octave version 3.4.3-rc0.

1.1 Running Octave

On most systems, Octave is started with the shell command ‘octave’. Octave displays an
initial message and then a prompt indicating it is ready to accept input. You can begin
typing Octave commands immediately afterward.

If you get into trouble, you can usually interrupt Octave by typing Control-C (written
C-c for short). C-c gets its name from the fact that you type it by holding down CTRL
and then pressing C. Doing this will normally return you to Octave’s prompt.

To exit Octave, type quit, or exit at the Octave prompt.

On systems that support job control, you can suspend Octave by sending it a SIGTSTP
signal, usually by typing C-z.

1.2 Simple Examples
The following chapters describe all of Octave’s features in detail, but before doing that, it
might be helpful to give a sampling of some of its capabilities.

If you are new to Octave, I recommend that you try these examples to begin learning
Octave by using it. Lines marked like so, ‘octave:13>’, are lines you type, ending each
with a carriage return. Octave will respond with an answer, or by displaying a graph.

1.2.1 Elementary Calculations

Octave can easily be used for basic numerical calculations. Octave knows about arithmetic
operations (+,-,%,/), exponentiation (~), natural logarithms/exponents (log, exp), and the
trigonometric functions (sin, cos, ...). Moreover, Octave calculations work on real or
imaginary numbers (i,j). In addition, some mathematical constants such as the base of
the natural logarithm (e) and the ratio of a circle’s circumference to its diameter (pi) are
pre-defined.

For example, to verify Euler’s Identity,

eZ7T — _1

type the following which will evaluate to -1 within the tolerance of the calculation.

octave:1> exp(i*pi)
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1.2.2 Creating a Matrix

Vectors and matrices are the basic building blocks for numerical analysis. To create a new
matrix and store it in a variable so that you can refer to it later, type the command

octave:1> A =[1, 1, 2; 3, 5, 8; 13, 21, 34 ]

Octave will respond by printing the matrix in neatly aligned columns. Octave uses a comma
or space to separate entries in a row, and a semicolon or carriage return to separate one row
from the next. Ending a command with a semicolon tells Octave not to print the result of
the command. For example,

octave:2> B = rand (3, 2);

will create a 3 row, 2 column matrix with each element set to a random value between zero
and one.

To display the value of a variable, simply type the name of the variable at the prompt.
For example, to display the value stored in the matrix B, type the command

octave:3> B

1.2.3 Matrix Arithmetic

Octave has a convenient operator notation for performing matrix arithmetic. For example,
to multiply the matrix A by a scalar value, type the command

octave:4> 2 x A

To multiply the two matrices A and B, type the command
octave:5> A * B

and to form the matrix product ATA, type the command

octave:6> A’ * A

1.2.4 Solving Systems of Linear Equations

Systems of linear equations are ubiquitous in numerical analysis. To solve the set of linear
equations Ax = b, use the left division operator, ‘\’:

x=A\Db

This is conceptually equivalent to A~'b, but avoids computing the inverse of a matrix
directly.

If the coefficient matrix is singular, Octave will print a warning message and compute a
minimum norm solution.

A simple example comes from chemistry and the need to obtain balanced chemical
equations. Consider the burning of hydrogen and oxygen to produce water.

H2 + Og — HQO
The equation above is not accurate. The Law of Conservation of Mass requires that the num-

ber of molecules of each type balance on the left- and right-hand sides of the equation. Writ-
ing the variable overall reaction with individual equations for hydrogen and oxygen one finds:
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l‘ng + 33202 — HQO
H: 2x,40x, — 2
O: 0x1+2x,—1

The solution in Octave is found in just three steps.

octave:1> A = [ 2, 0; 0, 2 1;
octave:2> b = [ 2; 1 1;
octave:3> x = A\ b

1.2.5 Integrating Differential Equations

Octave has built-in functions for solving nonlinear differential equations of the form

%:f(x,t), x(t=ty) = xo

For Octave to integrate equations of this form, you must first provide a definition of the
function f(x,t). This is straightforward, and may be accomplished by entering the function
body directly on the command line. For example, the following commands define the right-
hand side function for an interesting pair of nonlinear differential equations. Note that
while you are entering a function, Octave responds with a different prompt, to indicate that
it is waiting for you to complete your input.

octave:1> function xdot = f (x, t)

>

> r = 0.25;

> k =1.4;

> a 1.5;

> b 0.16;

> ¢ =0.9;

> d = 0.8;

>

> xdot(1l) = r*x(1)*(1 - x(1)/k) - a*xx(1)*x(2)/(1 + b*x(1));
> xdot(2) = cxa*x(1)*x(2)/(1 + b*x(1)) - d*xx(2);
>

> endfunction

Given the initial condition
octave:2> x0 = [1; 2];

and the set of output times as a column vector (note that the first output time corresponds
to the initial condition given above)

octave:3> t = linspace (0, 50, 200)’;
it is easy to integrate the set of differential equations:
octave:4> x = lsode ("f", x0, t);

The function 1sode uses the Livermore Solver for Ordinary Differential Equations, described
in A. C. Hindmarsh, ODEPACK, a Systematized Collection of ODE Solvers, in: Scientific
Computing, R. S. Stepleman et al. (Eds.), North-Holland, Amsterdam, 1983, pages 55-64.
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1.2.6 Producing Graphical Output
To display the solution of the previous example graphically, use the command
octave:1> plot (t, x)

If you are using a graphical user interface, Octave will automatically create a separate
window to display the plot.

To save a plot once it has been displayed on the screen, use the print command. For
example,

print -deps foo.eps
will create a file called ‘foo.eps’ that contains a rendering of the current plot in Encapsu-
lated PostScript format. The command

help print

explains more options for the print command and provides a list of additional output file
formats.

1.2.7 Editing What You Have Typed

At the Octave prompt, you can recall, edit, and reissue previous commands using Emacs-
or vi-style editing commands. The default keybindings use Emacs-style commands. For
example, to recall the previous command, press Control-p (written C-p for short). Doing
this will normally bring back the previous line of input. C-n will bring up the next line of
input, C-b will move the cursor backward on the line, C-f will move the cursor forward on
the line, etc.

A complete description of the command line editing capability is given in this manual
in Section 2.4 [Command Line Editing], page 21.

1.2.8 Help and Documentation

Octave has an extensive help facility. The same documentation that is available in printed
form is also available from the Octave prompt, because both forms of the documentation
are created from the same input file.

In order to get good help you first need to know the name of the command that you want
to use. This name of the function may not always be obvious, but a good place to start is to
type help --1ist. This will show you all the operators, keywords, built-in functions, and
loadable functions available in the current session of Octave. An alternative is to search
the documentation using the lookfor function. This function is described in Section 2.3
[Getting Help], page 17.

Once you know the name of the function you wish to use, you can get more help on the
function by simply including the name as an argument to help. For example,

help plot
will display the help text for the plot function.

Octave sends output that is too long to fit on one screen through a pager like less or
more. Type a RET to advance one line, a SPC to advance one page, and Q to exit the
pager.

The part of Octave’s help facility that allows you to read the complete text of the printed
manual from within Octave normally uses a separate program called Info. When you invoke
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Info you will be put into a menu driven program that contains the entire Octave manual.
Help for using Info is provided in this manual in Section 2.3 [Getting Help|, page 17.

1.3 Conventions

This section explains the notational conventions that are used in this manual. You may
want to skip this section and refer back to it later.

1.3.1 Fonts

Examples of Octave code appear in this font or form: svd (a). Names that represent
variables or function arguments appear in this font or form: first-number. Commands
that you type at the shell prompt appear in this font or form: ‘octave —--no-init-file’.
Commands that you type at the Octave prompt sometimes appear in this font or form: foo
--bar --baz. Specific keys on your keyboard appear in this font or form: ANY.

1.3.2 Evaluation Notation

In the examples in this manual, results from expressions that you evaluate are indicated
with ‘=". For example:
sqrt (2)
= 1.4142

You can read this as “sqrt (2) evaluates to 1.4142”.
In some cases, matrix values that are returned by expressions are displayed like this
(1, 2; 3, 4] == [1, 3; 2, 4]
= [1, 0; 0, 1]
and in other cases, they are displayed like this
eye (3)

in order to clearly show the structure of the result.

Sometimes to help describe one expression, another expression is shown that produces
identical results. The exact equivalence of expressions is indicated with ‘=’. For example:

rot90 ([1, 2; 3, 4], -1)

rot90 ([1, 2; 3, 4], 3)

rot90 ([1, 2; 3, 4], 7)
1.3.3 Printing Notation

Many of the examples in this manual print text when they are evaluated. In this manual
the printed text resulting from an example is indicated by ‘¢ 4’. The value that is returned
by evaluating the expression is displayed with ‘=’ (1 in the next example) and follows on
a separate line.

printf ("foo %s\n", "bar")
- foo bar
=1
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1.3.4 Error Messages

Some examples signal errors. This normally displays an error message on your terminal.
Error messages are shown on a line beginning with error:.

fieldnames ([1, 2; 3, 4])
error: fieldnames: wrong type argument ‘matrix’

1.3.5 Format of Descriptions

Functions, commands, and variables are described in this manual in a uniform format. The
first line of a description contains the name of the item followed by its arguments, if any.
The category—function, variable, or whatever—is printed next to the right margin. The
description follows on succeeding lines, sometimes with examples.

1.3.5.1 A Sample Function Description

In a function description, the name of the function being described appears first. It is
followed on the same line by a list of parameters. The names used for the parameters are
also used in the body of the description.

Here is a description of an imaginary function foo:

foo (x,y,...) [Function]
The function foo subtracts x from y, then adds the remaining arguments to the result.
If y is not supplied, then the number 19 is used by default.

foo (1, [3, 5], 3, 9)
= [ 14, 16 1]
foo (5)
= 14

More generally,
foo (w, %X, y, ...)

X - w+y+ ...

Any parameter whose name contains the name of a type (e.g., integer or matrix) is
expected to be of that type. Parameters named object may be of any type. Parameters
with other sorts of names (e.g., new_file) are discussed specifically in the description of
the function. In some sections, features common to parameters of several functions are
described at the beginning.

Functions in Octave may be defined in several different ways. The category name for
functions may include another name that indicates the way that the function is defined.
These additional tags include

Function File
The function described is defined using Octave commands stored in a text file.
See Section 11.8 [Function Files], page 156.

Built-in Function
The function described is written in a language like C++, C, or Fortran, and is
part of the compiled Octave binary.
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Loadable Function
The function described is written in a language like C++, C, or Fortran. On
systems that support dynamic linking of user-supplied functions, it may be
automatically linked while Octave is running, but only if it is needed. See
Appendix A [Dynamically Linked Functions]|, page 627.

Mapping Function
The function described works element-by-element for matrix and vector argu-
ments.

1.3.5.2 A Sample Command Description

Command descriptions have a format similar to function descriptions, except that the word
‘Function’ is replaced by ‘Command’. Commands are functions that may be called with-
out surrounding their arguments in parentheses. For example, here is the description for
Octave’s cd command:

cd dir [Command]

chdir dir [Command]|
Change the current working directory to dir. For example, cd ~/octave changes the
current working directory to ‘“/octave’. If the directory does not exist, an error
message is printed and the working directory is not changed.

1.3.5.3 A Sample Variable Description

A variable is a name that can hold a value. Although any variable can be set by the
user, built-in variables typically exist specifically so that users can change them to alter the
way Octave behaves (built-in variables are also sometimes called user options). Ordinary
variables and built-in variables are described using a format like that for functions except
that there are no arguments.

Here is a description of the imaginary variable do_what_i_mean_not_what_i_say.

do_what_i_mean_not_what_i_say [Built-in Variable]
If the value of this variable is nonzero, Octave will do what you actually wanted, even
if you have typed a completely different and meaningless list of commands.

Other variable descriptions have the same format, but ‘Built-in Variable’ is replaced by
‘Variable’, for ordinary variables, or ‘Constant’ for symbolic constants whose values cannot
be changed.
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2 Getting Started

This chapter explains some of Octave’s basic features, including how to start an Octave ses-
sion, get help at the command prompt, edit the command line, and write Octave programs
that can be executed as commands from your shell.

2.1 Invoking Octave from the Command Line

Normally, Octave is used interactively by running the program ‘octave’ without any ar-
guments. Once started, Octave reads commands from the terminal until you tell it to
exit.

You can also specify the name of a file on the command line, and Octave will read and
execute the commands from the named file and then exit when it is finished.

You can further control how Octave starts by using the command-line options described
in the next section, and Octave itself can remind you of the options available. Type ‘octave
--help’ to display all available options and briefly describe their use (‘octave -h’is a shorter
equivalent).

2.1.1 Command Line Options
Here is a complete list of the command line options that Octave accepts.

--debug

-d Enter parser debugging mode. Using this option will cause Octave’s parser to
print a lot of information about the commands it reads, and is probably only
useful if you are actually trying to debug the parser.

--doc-cache-file filename
Specify the name of the doc cache file to use. The value of filename specified
on the command line will override any value of 0CTAVE_DOC_CACHE_FILE found
in the environment, but not any commands in the system or user startup files
that use the doc_cache_file function.

—--echo-commands
-X Echo commands as they are executed.

--eval code
Evaluate code and exit when finished unless ‘--persist’ is also specified.

--exec-path path
Specify the path to search for programs to run. The value of path specified on
the command line will override any value of OCTAVE_EXEC_PATH found in the
environment, but not any commands in the system or user startup files that set
the built-in variable EXEC_PATH.

--help

-h

-7 Print short help message and exit.

--image-path path
Add path to the head of the search path for images. The value of path specified
on the command line will override any value of OCTAVE_IMAGE_PATH found in
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the environment, but not any commands in the system or user startup files that
set the built-in variable IMAGE_PATH.

-—info-file filename
Specify the name of the info file to use. The value of filename specified on
the command line will override any value of OCTAVE_INFO_FILE found in the
environment, but not any commands in the system or user startup files that
use the info_file function.

--info-program program
Specify the name of the info program to use. The value of program specified
on the command line will override any value of OCTAVE_INFO_PROGRAM found
in the environment, but not any commands in the system or user startup files
that use the info_program function.

-—interactive

-i Force interactive behavior. This can be useful for running Octave via a remote
shell command or inside an Emacs shell buffer. For another way to run Octave
within Emacs, see Appendix H [Emacs Octave Support], page 709.

--line-editing
Force readline use for command-line editing.
--no-history
-H Disable recording of command-line history.
--no-init-file
Don’t read the initialization files ‘*/.octaverc’ and ‘.octaverc’.
--no-init-path
Don’t initialize the search path for function files to include default locations.
--no-line-editing
Disable command-line editing.
-—-no-site-file
Don’t read the site-wide ‘octaverc’ initialization files.

--norc
-f Don’t read any of the system or user initialization files at startup. This is equiv-

alent to using both of the options ‘-—-no-init-file’ and ‘--no-site-file’.
--path path

-p path Add path to the head of the search path for function files. The value of path
specified on the command line will override any value of OCTAVE_PATH found
in the environment, but not any commands in the system or user startup files
that set the internal load path through one of the path functions.

--persist
Go to interactive mode after ‘--eval’ or reading from a file named on the
command line.

-—-silent

--quiet

-q Don’t print the usual greeting and version message at startup.
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-—traditional

--braindead
For compatibility with MATLAB, set initial values for user preferences to the
following values

Psl = II>> n
P82 = nn
allow_noninteger_range_as_index = true
beep_on_error = true
confirm_recursive_rmdir = false
crash_dumps_octave_core = false
default_save_options = "-mat-binary"
do_braindead_shortcircuit_evaluation = true
fixed_point_format = true
history_timestamp_format_string = "%%-- %D %I:%M %p —-%%"
page_screen_output = false
print_empty_dimensions = false
and disable the following warnings

Octave:abbreviated-property-match
Octave:fopen-file-in-path
Octave:function-name-clash
Octave:load-file-in-path

--verbose

-V Turn on verbose output.

--version

-v Print the program version number and exit.

file Execute commands from file. Exit when done unless ‘--persist’ is also speci-

fied.

Octave also includes several functions which return information about the command line,
including the number of arguments and all of the options.

argv () [Built-in Function]
Return the command line arguments passed to Octave. For example, if you invoked
Octave using the command
octave —--no-line-editing --silent
argv would return a cell array of strings with the elements ‘--no-line-editing’ and
‘--silent’.

If you write an executable Octave script, argv will return the list of arguments passed
to the script. See Section 2.6 [Executable Octave Programs|, page 30, for an example
of how to create an executable Octave script.

program_name () [Built-in Function]
Return the last component of the value returned by program_invocation_name.

See also: [program_invocation_name|, page 16.
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program_invocation_name () [Built-in Function]
Return the name that was typed at the shell prompt to run Octave.

If executing a script from the command line (e.g., octave foo.m) or using an ex-
ecutable Octave script, the program name is set to the name of the script. See
Section 2.6 [Executable Octave Programs|, page 30, for an example of how to create
an executable Octave script.

See also: [program_name|, page 15.

Here is an example of using these functions to reproduce the command line which invoked
Octave.

printf ("%s", program_name ());

arg_list = argv O;

for i = l:nargin

printf (" %s", arg_list{i});

endfor

printf ("\n");
See Section 6.2.3 [Indexing Cell Arrays|, page 96, for an explanation of how to retrieve
objects from cell arrays, and Section 11.1 [Defining Functions|, page 147, for information
about the variable nargin.

2.1.2 Startup Files

When Octave starts, it looks for commands to execute from the files in the following list.
These files may contain any valid Octave commands, including function definitions.

octave-home/share/octave/site/m/startup/octaverc
where octave-home is the directory in which Octave is installed (the default
is ‘/usr/local’). This file is provided so that changes to the default Octave
environment can be made globally for all users at your site for all versions of
Octave you have installed. Care should be taken when making changes to this
file since all users of Octave at your site will be affected. The default file may
be overridden by the environment variable OCTAVE_SITE_INITFILE.

octave-home /share/octave/version/m/startup/octaverc

where octave-home is the directory in which Octave is installed (the default is
‘/usr/local’), and version is the version number of Octave. This file is pro-
vided so that changes to the default Octave environment can be made glob-
ally for all users of a particular version of Octave. Care should be taken
when making changes to this file since all users of Octave at your site will
be affected. The default file may be overridden by the environment variable
OCTAVE_VERSION_INITFILE.

~/.octaverc
This file is used to make personal changes to the default Octave environment.

.octaverc
This file can be used to make changes to the default Octave environment for
a particular project. Octave searches for this file in the current directory after
it reads ‘7/.octaverc’. Any use of the cd command in the ‘“/.octaverc’ file
will affect the directory where Octave searches for ‘.octaverc’.
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If you start Octave in your home directory, commands from the file
‘~/.octaverc’ will only be executed once.

A message will be displayed as each of the startup files is read if you invoke Octave with
the ‘--verbose’ option but without the ‘--silent’ option.

The dump_prefs function is useful for determining what customizations to Octave are
possible and which are in effect.

dump_prefs () [Function File]

dump_prefs (fid) [Function File]
Dump all of the current user preference variables in a format that can be parsed by
Octave later. fid is a file descriptor as returned by fopen. If file is omitted, the listing
is printed to stdout.

2.2 Quitting Octave

exit (status) [Built-in Function]
quit (status) [Built-in Function]
Exit the current Octave session. If the optional integer value status is supplied, pass
that value to the operating system as the Octave’s exit status. The default value is

Z€ro.
atexit (fcn) [Built-in Function]
atexit (fcn, flag) [Built-in Function]

Register a function to be called when Octave exits. For example,

function last_words ()
disp ("Bye bye");

endfunction

atexit ("last_words");

will print the message "Bye bye" when Octave exits.

The additional argument flag will register or unregister fcn from the list of functions
to be called when Octave exits. If flag is true, the function is registered, and if flag
is false, it is unregistered. For example, after registering the function last_words
above,

atexit ("last_words", false);
will remove the function from the list and Octave will not call last_words when it
exits.
Note that atexit only removes the first occurrence of a function from the list, so if a

function was placed in the list multiple times with atexit, it must also be removed
from the list multiple times.

2.3 Commands for Getting Help

The entire text of this manual is available from the Octave prompt via the command doc.
In addition, the documentation for individual user-written functions and variables is also
available via the help command. This section describes the commands used for reading
the manual and the documentation strings for user-supplied functions and variables. See
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Section 11.8 [Function Files|, page 156, for more information about how to document the
functions you write.

help name [Command]

help --list [Command]
Display the help text for name. For example, the command help help prints a short
message describing the help command.

Given the single argument --1ist, list all operators, keywords, built-in functions,
and loadable functions available in the current session of Octave.

If invoked without any arguments, help display instructions on how to access help
from the command line.

The help command can give you information about operators, but not the comma
and semicolons that are used as command separators. To get help for those, you must
type help comma or help semicolon.

See also: [doc], page 18, [lookfor], page 18, [which], page 114.

doc function_name [Command]
Display documentation for the function function_name directly from an on-line ver-
sion of the printed manual, using the GNU Info browser. If invoked without any
arguments, the manual is shown from the beginning.

For example, the command doc rand starts the GNU Info browser at the rand node
in the on-line version of the manual.

Once the GNU Info browser is running, help for using it is available using the com-
mand C-h.

See also: [help], page 18.

lookfor str [Command]
lookfor -all str [Command]
[func, helpstring] = lookfor (str) [Function File]

]

[func, helpstring] lookfor (™-all’, str) [Function File
Search for the string str in all functions found in the current function search path.
By default, lookfor searches for str in the first sentence of the help string of each
function found. The entire help text of each function can be searched if the ’-all’
argument is supplied. All searches are case insensitive.

Called with no output arguments, lookfor prints the list of matching functions to the
terminal. Otherwise, the output arguments func and helpstring define the matching
functions and the first sentence of each of their help strings.

The ability of lookfor to correctly identify the first sentence of the help text is depen-
dent on the format of the function’s help. All Octave core functions are correctly for-
matted, but the same can not be guaranteed for external packages and user-supplied
functions. Therefore, the use of the ’-all’ argument may be necessary to find related
functions that are not a part of Octave.

See also: [help], page 18, [doc], page 18, [which], page 114.

To see what is new in the current release of Octave, use the news function.
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news () [Function File]
Display the current NEWS file for Octave.

info () [Function File]
Display contact information for the GNU Octave community.

warranty () [Built-in Function]
Describe the conditions for copying and distributing Octave.

The following functions can be used to change which programs are used for displaying
the documentation, and where the documentation can be found.

val = info_file () [Built-in Function]
old_val = info_file (new_val) [Built-in Function]
Query or set the internal variable that specifies the name of the Octave info file. The
default value is ‘octave-home/info/octave.info’, in which octave-home is the root
directory of the Octave installation. The default value may be overridden by the en-
vironment variable 0CTAVE_INFO_FILE, or the command line argument ‘--info-file

NAME’.
See also: [info_program]|, page 19, [doc], page 18, [help], page 18, [makeinfo_program]|,
page 19.
val = info_program () [Built-in Function]
old_val = info_program (new_val) [Built-in Function]

Query or set the internal variable that specifies the name of the info program to run.
The default value is ‘octave-home/libexec/octave/version/exec/arch/info’
in which octave-home is the root directory of the Octave installation, version
is the Octave version number, and arch is the system type (for example,
i686-pc-linux-gnu). The default value may be overridden by the environment
variable OCTAVE_INFO_PROGRAM, or the command line argument ‘--info-program

NAME’.
See also: [info_file|, page 19, [doc|, page 18, [help], page 18, [makeinfo_program],
page 19.
val = makeinfo_program () [Built-in Function]
old_val = makeinfo_program (new_val) [Built-in Function]

Query or set the internal variable that specifies the name of the program that Octave
runs to format help text containing Texinfo markup commands. The default value is

makeinfo.

See also: [info_file], page 19, [info_program]|, page 19, [doc], page 18, [help], page 18.

val = doc_cache_file () [Built-in Function]
old_val = doc_cache_file (new_val) [Built-in Function]
Query or set the internal variable that specifies the name of the Octave documentation
cache file. A cache file significantly improves the performance of the lookfor com-
mand. The default value is ‘octave-home /share/octave/version/etc/doc-cache’,
in which octave-home is the root directory of the Octave installation, and version is the
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Octave version number. The default value may be overridden by the environment vari-
able OCTAVE_DOC_CACHE_FILE, or the command line argument ‘--doc-cache-file
NAME’.

See also: [lookfor], page 18, [info_program], page 19, [doc], page 18, [help], page 18,
[makeinfo_program]|, page 19.

val = suppress_verbose_help_message () [Built-in Function]

old_val = suppress_verbose_help_message (new_val) [Built-in Function]
Query or set the internal variable that controls whether Octave will add additional
help information to the end of the output from the help command and usage messages
for built-in commands.

The following functions are principally used internally by Octave for generating the docu-
mentation. They are documented here for completeness and because they may occasionally
be useful for users.

gen_doc_cache (out_file, directory) [Function File]
Generate documentation caches for all functions in a given directory.

A documentation cache is generated for all functions in directory. The resulting cache
is saved in the file out_file. The cache is used to speed up lookfor.

If no directory is given (or it is the empty matrix), a cache for builtin operators, etc.
is generated.

See also: [lookfor], page 18, [path], page 160.

[text, format] = get_help_text (name) [Loadable Function]
Return the raw help text of function name.

The raw help text is returned in text and the format in format The format is a string
which is one of "texinfo", "html", or "plain text".

[text, format] = get_help_text_from_file (fname) [Loadable Function]
Return the raw help text from the file fname.

The raw help text is returned in text and the format in format The format is a string
which is one of "texinfo", "html", or "plain text".

[text, status] = get_first_help_sentence (name) [Function File]
[text, status] = get_first_help_sentence (name, max_len)  [Function File]
Return the first sentence of a function’s help text.

The first sentence is defined as the text after the function declaration until either the
first period (".") or the first appearance of two consecutive newlines ("\n\n"). The
text is truncated to a maximum length of max_len, which defaults to 80.

The optional output argument status returns the status reported by makeinfo. If only
one output argument is requested, and status is non-zero, a warning is displayed.

As an example, the first sentence of this help text is

get_first_help_sentence ("get_first_help_sentence")
-1 ans = Return the first sentence of a function’s help text.



Chapter 2: Getting Started 21

2.4 Command Line Editing

Octave uses the GNU Readline library to provide an extensive set of command-line editing
and history features. Only the most common features are described in this manual. In
addition, all of the editing functions can be bound to different key strokes at the user’s
discretion. This manual assumes no changes from the default Emacs bindings. See the
GNU Readline Library manual for more information on customizing Readline and for a
complete feature list.

To insert printing characters (letters, digits, symbols, etc.), simply type the character.
Octave will insert the character at the cursor and advance the cursor forward.

Many of the command-line editing functions operate using control characters. For ex-
ample, the character Control-a moves the cursor to the beginning of the line. To type C-a,
hold down CTRL and then press A. In the following sections, control characters such as
Control-a are written as C-a.

Another set of command-line editing functions use Meta characters. To type M-u, hold
down the META key and press U. Depending on the keyboard, the META key may be
labeled ALT or even WINDOWS. If your terminal does not have a META key, you can
still type Meta characters using two-character sequences starting with ESC. Thus, to enter
M-u, you would type ESC U. The ESC character sequences are also allowed on terminals
with real Meta keys. In the following sections, Meta characters such as Meta-u are written
as M-u.

2.4.1 Cursor Motion

The following commands allow you to position the cursor.

C-b Move back one character.
Cc-f Move forward one character.
BACKSPACE
Delete the character to the left of the cursor.
DEL Delete the character underneath the cursor.
Cc-d Delete the character underneath the cursor.
M-f Move forward a word.
M-b Move backward a word.
C-a Move to the start of the line.
C-e Move to the end of the line.
Cc-1 Clear the screen, reprinting the current line at the top.
C-_
c-/ Undo the last action. You can undo all the way back to an empty line.
M-r Undo all changes made to this line. This is like typing the ‘undo’ command

enough times to get back to the beginning.

The above table describes the most basic possible keystrokes that you need in order to
do editing of the input line. On most terminals, you can also use the left and right arrow
keys in place of C-f and C-b to move forward and backward.



22 GNU Octave

Notice how C-f moves forward a character, while M-f moves forward a word. It is a loose
convention that control keystrokes operate on characters while meta keystrokes operate on
words.

The function clc will allow you to clear the screen from within Octave programs.
clc () [Built-in Function]

home () [Built-in Function]
Clear the terminal screen and move the cursor to the upper left corner.

2.4.2 Killing and Yanking

Killing text means to delete the text from the line, but to save it away for later use, usually
by yanking it back into the line. If the description for a command says that it ‘kills’ text,
then you can be sure that you can get the text back in a different (or the same) place later.

Here is the list of commands for killing text.
C-k Kill the text from the current cursor position to the end of the line.

M-d Kill from the cursor to the end of the current word, or if between words, to the
end of the next word.

M-DEL Kill from the cursor to the start of the previous word, or if between words, to
the start of the previous word.

C-w Kill from the cursor to the previous whitespace. This is different than M-DEL
because the word boundaries differ.

And, here is how to yank the text back into the line. Yanking means to copy the
most-recently-killed text from the kill buffer.

C-y Yank the most recently killed text back into the buffer at the cursor.

M-y Rotate the kill-ring, and yank the new top. You can only do this if the prior
command is C-y or M-y.

When you use a kill command, the text is saved in a kill-ring. Any number of consecutive
kills save all of the killed text together, so that when you yank it back, you get it in one
clean sweep. The kill ring is not line specific; the text that you killed on a previously typed
line is available to be yanked back later, when you are typing another line.

2.4.3 Commands For Changing Text

The following commands can be used for entering characters that would otherwise have a
special meaning (e.g., TAB, C-q, etc.), or for quickly correcting typing mistakes.

C-q

C-v Add the next character that you type to the line verbatim. This is how to insert
things like C-q for example.

M-TAB Insert a tab character.

C-t Drag the character before the cursor forward over the character at the cursor,

also moving the cursor forward. If the cursor is at the end of the line, then
transpose the two characters before it.
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M-t Drag the word behind the cursor past the word in front of the cursor moving
the cursor over that word as well.

M-u Uppercase the characters following the cursor to the end of the current (or
following) word, moving the cursor to the end of the word.

M-1 Lowercase the characters following the cursor to the end of the current (or
following) word, moving the cursor to the end of the word.

M-c Uppercase the character following the cursor (or the beginning of the next word
if the cursor is between words), moving the cursor to the end of the word.

2.4.4 Letting Readline Type For You
The following commands allow Octave to complete command and variable names for you.

TAB Attempt to do completion on the text before the cursor. Octave can complete
the names of commands and variables.

M-7 List the possible completions of the text before the cursor.

val = completion_append_char () [Built-in Function]

old_val = completion_append_char (new_val) [Built-in Function]
Query or set the internal character variable that is appended to successful command-
line completion attempts. The default value is " " (a single space).

completion_matches (hint) [Built-in Function]

Generate possible completions given hint.

This function is provided for the benefit of programs like Emacs which might be
controlling Octave and handling user input. The current command number is not
incremented when this function is called. This is a feature, not a bug.

2.4.5 Commands For Manipulating The History

Octave normally keeps track of the commands you type so that you can recall previous
commands to edit or execute them again. When you exit Octave, the most recent commands
you have typed, up to the number specified by the variable history_size, are saved in a
file. When Octave starts, it loads an initial list of commands from the file named by the
variable history_file.

Here are the commands for simple browsing and searching the history list.

LFD

RET Accept the current line regardless of where the cursor is. If the line is non-
empty, add it to the history list. If the line was a history line, then restore the
history line to its original state.

C-p Move ‘up’ through the history list.

C-n Move ‘down’ through the history list.

M-< Move to the first line in the history.

M-> Move to the end of the input history, i.e., the line you are entering!

C-r Search backward starting at the current line and moving ‘up’ through the his-

tory as necessary. This is an incremental search.
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C-s Search forward starting at the current line and moving ‘down’ through the
history as necessary.

On most terminals, you can also use the up and down arrow keys in place of C-p and
C-n to move through the history list.

In addition to the keyboard commands for moving through the history list, Octave
provides three functions for viewing, editing, and re-running chunks of commands from the
history list.

history options [Command]|
If invoked with no arguments, history displays a list of commands that you have
executed. Valid options are:

-w file  Write the current history to the file file. If the name is omitted, use the
default history file (normally ‘~/.octave_hist’).

-r file Read the file file, appending its contents to the current history list. If the
name is omitted, use the default history file (normally ‘/.octave_hist’).

n Display only the most recent n lines of history.

-q Don’t number the displayed lines of history. This is useful for cutting and
pasting commands using the X Window System.

For example, to display the five most recent commands that you have typed without
displaying line numbers, use the command history -q 5.

edit_history [first] [last] [Command]
If invoked with no arguments, edit_history allows you to edit the history list using
the editor named by the variable EDITOR. The commands to be edited are first copied
to a temporary file. When you exit the editor, Octave executes the commands that
remain in the file. It is often more convenient to use edit_history to define functions
rather than attempting to enter them directly on the command line. By default, the
block of commands is executed as soon as you exit the editor. To avoid executing any
commands, simply delete all the lines from the buffer before exiting the editor.
The edit_history command takes two optional arguments specifying the history
numbers of first and last commands to edit. For example, the command
edit_history 13
extracts all the commands from the 13th through the last in the history list. The
command
edit_history 13 169
only extracts commands 13 through 169. Specifying a larger number for the first
command than the last command reverses the list of commands before placing them

in the buffer to be edited. If both arguments are omitted, the previous command in
the history list is used.

See also: [run_history|, page 24.
run_history [first] [last] [Command]

Similar to edit_history, except that the editor is not invoked, and the commands
are simply executed as they appear in the history list.

See also: [edit_history], page 24.
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Octave also allows you customize the details of when, where, and how history is saved.

val = saving_history () [Built-in Function]

old_val = saving_history (new_val) [Built-in Function]
Query or set the internal variable that controls whether commands entered on the
command line are saved in the history file.

See also: [history_control], page 25, [history_file], page 25, [history_size|, page 25,
[history_timestamp_format_string|, page 25.

val = history_control () [Built-in Function]

old_val = history_control (new_val) [Built-in Function]
Query or set the internal variable that specifies how commands are saved to the
history list. The default value is an empty character string, but may be overridden
by the environment variable OCTAVE_HISTCONTROL.

The value of history_control is a colon-separated list of values controlling how
commands are saved on the history list. If the list of values includes ignorespace,
lines which begin with a space character are not saved in the history list. A value of
ignoredups causes lines matching the previous history entry to not be saved. A value
of ignoreboth is shorthand for ignorespace and ignoredups. A value of erasedups
causes all previous lines matching the current line to be removed from the history list
before that line is saved. Any value not in the above list is ignored. If history_
control is the empty string, all commands are saved on the history list, subject to
the value of saving_history.

See also: |history_file|, page 25, [history_size], page 25, [history_timestamp_format_string] J]
page 25, [saving_history|, page 25.

val = history_file () [Built-in Function]

old_val = history_file (new_val) [Built-in Function]
Query or set the internal variable that specifies the name of the file used to store
command history. The default value is ‘“/.octave_hist’, but may be overridden by
the environment variable OCTAVE_HISTFILE.

See also: [history_size|, page 25, [saving_history], page 25, [history_timestamp_format_string],Jj

page 25.
val = history_size () [Built-in Function]
old_val = history_size (new_val) [Built-in Function]

Query or set the internal variable that specifies how many entries to store in the
history file. The default value is 1024, but may be overridden by the environment
variable OCTAVE_HISTSIZE.

See also: [history_file], page 25, [history_timestamp_format_string|, page 25,
[saving_history], page 25.

val = history_timestamp_format_string () [Built-in Function]

old_val = history_timestamp_format_string (new_val) [Built-in Function]
Query or set the internal variable that specifies the format string for the comment
line that is written to the history file when Octave exits. The format string is passed
to strftime. The default value is
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"# Octave VERSION, %a %b %d %H:%M:%S %Y %Z <USER@HOST>"

See also: [strftime], page 583, [history_file], page 25, |history_size], page 25,
[saving_history], page 25.

val = EDITOR () [Built-in Function]

old_val = EDITOR (new_val) [Built-in Function]
Query or set the internal variable that specifies the editor to use with the edit_
history command. The default value is taken from the environment variable EDITOR
when Octave starts. If the environment variable is not initialized, EDITOR will be set
to "emacs".

See also: [edit_history], page 24.

2.4.6 Customizing readline

Octave uses the GNU Readline library for command-line editing and history features. Read-
line is very flexible and can be modified through a configuration file of commands (See the
GNU Readline library for the exact command syntax). The default configuration file is
normally ‘*/.inputrc’.

Octave provides two commands for initializing Readline and thereby changing the com-
mand line behavior.

read_readline_init_file (file) [Built-in Function]
Read the readline library initialization file file. If file is omitted, read the default
initialization file (normally ‘~/.inputrc’).

See Section “Readline Init File” in GNU Readline Library, for details.

re_read_readline_init_file () [Built-in Function]
Re-read the last readline library initialization file that was read. See Section “Readline
Init File” in GNU Readline Library, for details.

2.4.7 Customizing the Prompt

The following variables are available for customizing the appearance of the command-line
prompts. Octave allows the prompt to be customized by inserting a number of backslash-
escaped special characters that are decoded as follows:

At The time.

A\d’ The date.

“\n’ Begins a new line by printing the equivalent of a carriage return followed by a
line feed.

‘s’ The name of the program (usually just ‘octave’).

Aw’ The current working directory.

AW The basename of the current working directory.

“\u’ The username of the current user.

‘\h’ The hostname, up to the first <.’.

‘\H’ The hostname.
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\# The command number of this command, counting from when Octave starts.
A\ The history number of this command. This differs from ‘\#’ by the number of
commands in the history list when Octave starts.
A\$’ If the effective UID is 0, a ‘#’, otherwise a ‘$’.
‘\nnn’ The character whose character code in octal is nnn.
AN A backslash.
val = PS1 () [Built-in Function]
old_val = PS1 (new_val) [Built-in Function]
Query or set the primary prompt string. When executing interactively, Octave dis-
plays the primary prompt when it is ready to read a command.
The default value of the primary prompt string is "\s:\#> ". To change it, use a
command like
PS1 ("\\u@\\H> ")
which will result in the prompt ‘boris@kremvax> ’ for the user ‘boris’ logged in
on the host ‘kremvax.kgb.su’. Note that two backslashes are required to enter a
backslash into a double-quoted character string. See Chapter 5 [Strings|, page 57.
You can also use ANSI escape sequences if your terminal supports them. This can be
useful for coloring the prompt. For example,
PS1 ("\\[\\033[01;31m\\J\\s:\\#> \\[\\033[0m\] ")
will give the default Octave prompt a red coloring.
See also: [PS2], page 27, [PS4], page 27.
val = PS2 () [Built-in Function]
old_val = PS2 (new_val) [Built-in Function]
Query or set the secondary prompt string. The secondary prompt is printed when
Octave is expecting additional input to complete a command. For example, if you are
typing a for loop that spans several lines, Octave will print the secondary prompt at
the beginning of each line after the first. The default value of the secondary prompt
string is "> ".
See also: [PS1], page 27, [PS4], page 27.
val = PS4 () [Built-in Function]
old_val = PS4 (new_val) [Built-in Function]

Query or set the character string used to prefix output produced when echoing com-
mands is enabled. The default value is "+ ". See Section 2.4.8 [Diary and Echo
Commands]|, page 28, for a description of echoing commands.

See also: [echo], page 28, [echo_executing_commands|, page 28, [PS1], page 27, [PS2],
page 27.
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2.4.8 Diary and Echo Commands

Octave’s diary feature allows you to keep a log of all or part of an interactive session by
recording the input you type and the output that Octave produces in a separate file.

diary options [Command]|
Record a list of all commands and the output they produce, mixed together just as
you see them on your terminal. Valid options are:

on Start recording your session in a file called ‘diary’ in your current working
directory.

of f Stop recording your session in the diary file.

file Record your session in the file named file.

With no arguments, diary toggles the current diary state.

Sometimes it is useful to see the commands in a function or script as they are being
evaluated. This can be especially helpful for debugging some kinds of problems.

echo options [Command]|
Control whether commands are displayed as they are executed. Valid options are:

on Enable echoing of commands as they are executed in script files.

off Disable echoing of commands as they are executed in script files.

on all Enable echoing of commands as they are executed in script files and
functions.

off all Disable echoing of commands as they are executed in script files and
functions.

With no arguments, echo toggles the current echo state.

val = echo_executing_commands () [Built-in Function]

old_val = echo_executing_commands (new_val) [Built-in Function]
Query or set the internal variable that controls the echo state. It may be the sum of
the following values:

1 Echo commands read from script files.
2 Echo commands from functions.
4 Echo commands read from command line.

More than one state can be active at once. For example, a value of 3 is equivalent to
the command echo on all.

The value of echo_executing_commands may be set by the echo command or the
command line option ‘--echo-commands’.



Chapter 2: Getting Started 29

2.5 How Octave Reports Errors
Octave reports two kinds of errors for invalid programs.

A parse error occurs if Octave cannot understand something you have typed. For exam-
ple, if you misspell a keyword,

octave:13> function y = f (x) y = x***2; endfunction
Octave will respond immediately with a message like this:

parse error:
syntax error

>>> function y = f (x) y = x***2; endfunction

~

For most parse errors, Octave uses a caret (‘°’) to mark the point on the line where it was
unable to make sense of your input. In this case, Octave generated an error message because
the keyword for exponentiation (**) was misspelled. It marked the error at the third ‘*’
because the code leading up to this was correct but the final ‘*’ was not understood.

Another class of error message occurs at evaluation time. These errors are called run-time
errors, or sometimes evaluation errors, because they occur when your program is being run,
or evaluated. For example, if after correcting the mistake in the previous function definition,

you type
octave:13> £ ()
Octave will respond with

error: ‘x’ undefined near line 1 column 24
error: called from:
error: f at line 1, column 22

This error message has several parts, and gives quite a bit of information to help you locate
the source of the error. The messages are generated from the point of the innermost error,
and provide a traceback of enclosing expressions and function calls.

In the example above, the first line indicates that a variable named ‘x’ was found to be
undefined near line 1 and column 24 of some function or expression. For errors occurring
within functions, lines are counted from the beginning of the file containing the function
definition. For errors occurring outside of an enclosing function, the line number indicates
the input line number, which is usually displayed in the primary prompt string.

The second and third lines of the error message indicate that the error occurred within
the function £. If the function £ had been called from within another function, for example,
g, the list of errors would have ended with one more line:

error: g at line 1, column 17

These lists of function calls make it fairly easy to trace the path your program took
before the error occurred, and to correct the error before trying again.
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2.6 Executable Octave Programs

Once you have learned Octave, you may want to write self-contained Octave scripts, using
the ‘“#!” script mechanism. You can do this on GNU systems and on many Unix systems?.

Self-contained Octave scripts are useful when you want to write a program which users
can invoke without knowing that the program is written in the Octave language. Octave
scripts are also used for batch processing of data files. Once an algorithm has been developed
and tested in the interactive portion of Octave, it can be committed to an executable script
and used again and again on new data files.

As a trivial example of an executable Octave script, you might create a text file named
‘hello’, containing the following lines:

#! octave-interpreter—-name -qf

# a sample Octave program

printf ("Hello, world!\n");
(where octave-interpreter-name should be replaced with the full path and name of your
Octave binary). Note that this will only work if ‘#!’ appears at the very beginning of the
file. After making the file executable (with the chmod command on Unix systems), you can
simply type:

hello
at the shell, and the system will arrange to run Octave as if you had typed:

octave hello

The line beginning with ‘#!’ lists the full path and filename of an interpreter to be run,
and an optional initial command line argument to pass to that interpreter. The operating
system then runs the interpreter with the given argument and the full argument list of
the executed program. The first argument in the list is the full file name of the Octave
executable. The rest of the argument list will either be options to Octave, or data files, or
both. The ‘-qf’ options are usually specified in stand-alone Octave programs to prevent
them from printing the normal startup message, and to keep them from behaving differently
depending on the contents of a particular user’s ‘~/.octaverc’ file. See Section 2.1 [Invoking
Octave from the Command Line], page 13.

Note that some operating systems may place a limit on the number of characters that
are recognized after ‘#!’. Also, the arguments appearing in a ‘#!’ line are parsed differently
by various shells/systems. The majority of them group all the arguments together in one
string and pass it to the interpreter as a single argument. In this case, the following script:

#! octave-interpreter-name -q -f # comment
is equivalent to typing at the command line:
octave "-q -f # comment"
which will produce an error message. Unfortunately, it is not possible for Octave to deter-

mine whether it has been called from the command line or from a ‘#!’ script, so some care
is needed when using the ‘#!” mechanism.

Note that when Octave is started from an executable script, the built-in function argv
returns a cell array containing the command line arguments passed to the executable Octave

1 The ‘#!” mechanism works on Unix systems derived from Berkeley Unix, System V Release 4, and some
System V Release 3 systems.
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script, not the arguments passed to the Octave interpreter on the ‘#!’ line of the script. For
example, the following program will reproduce the command line that was used to execute
the script, not ‘-qf’.

#! /bin/octave -qf
printf ("%s", program_name ());
arg_list = argv O;
for i = l:nargin

printf (" %s", arg_list{il});
endfor
printf ("\n");

2.7 Comments in Octave Programs

A comment is some text that is included in a program for the sake of human readers, and
which is NOT an executable part of the program. Comments can explain what the program
does, and how it works. Nearly all programming languages have provisions for comments,
because programs are typically hard to understand without them.

2.7.1 Single Line Comments

In the Octave language, a comment starts with either the sharp sign character, ‘#’, or the
percent symbol ‘%’ and continues to the end of the line. Any text following the sharp sign
or percent symbol is ignored by the Octave interpreter and not executed. The following
example shows whole line and partial line comments.

function countdown
# Count down for main rocket engines
disp(3);
disp(2);
disp(1);
disp("Blast Off!"); # Rocket leaves pad
endfunction

2.7.2 Block Comments

Entire blocks of code can be commented by enclosing the code between matching ‘#{’ and
‘#} or ‘%{ and ‘%} markers. For example,

function quick_countdown
# Count down for main rocket engines
disp(3);
#{
disp(2);
disp(1);
#3}
disp("Blast Off!"); # Rocket leaves pad
endfunction

will produce a very quick countdown from '3’ to ’Blast Off’ as the lines "disp(2);" and
"disp(1);" won’t be executed.
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The block comment markers must appear alone as the only characters on a line (excepting
whitespace) in order to to be parsed correctly.

2.7.3 Comments and the Help System

The help command (see Section 2.3 [Getting Help], page 17) is able to find the first block
of comments in a function and return those as a documentation string. This means that the
same commands used to get help on built-in functions are available for properly formatted
user-defined functions. For example, after defining the function £ below,

function xdot = f (x, t)

# usage: f (x, t)

#

# This function defines the right-hand
# side functions for a set of nonlinear
# differential equations.

r = 0.25;

endfunction
the command help f produces the output
usage: f (x, t)

This function defines the right-hand
side functions for a set of nonlinear
differential equations.
Although it is possible to put comment lines into keyboard-composed, throw-away Oc-

tave programs, it usually isn’t very useful because the purpose of a comment is to help you
or another person understand the program at a later time.

The help parser currently only recognizes single line comments (see Section 2.7.1 [Single
Line Comments], page 31) and not block comments for the initial help text.
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3 Data Types

All versions of Octave include a number of built-in data types, including real and complex
scalars and matrices, character strings, a data structure type, and an array that can contain
all data types.

It is also possible to define new specialized data types by writing a small amount of C++
code. On some systems, new data types can be loaded dynamically while Octave is running,
S0 it is not necessary to recompile all of Octave just to add a new type. See Appendix A
[Dynamically Linked Functions], page 627, for more information about Octave’s dynamic
linking capabilities. Section 3.2 [User-defined Data Types], page 37 describes what you
must do to define a new data type for Octave.

typeinfo () [Built-in Function]

typeinfo (expr) [Built-in Function]
Return the type of the expression expr, as a string. If expr is omitted, return an
array of strings containing all the currently installed data types.

3.1 Built-in Data Types

The standard built-in data types are real and complex scalars and matrices, ranges, char-
acter strings, a data structure type, and cell arrays. Additional built-in data types may
be added in future versions. If you need a specialized data type that is not currently pro-
vided as a built-in type, you are encouraged to write your own user-defined data type and
contribute it for distribution in a future release of Octave.

The data type of a variable can be determined and changed through the use of the
following functions.

class (expr) [Built-in Function]
class (s, id) [Built-in Function]
class (s, id, p, .. .) [Built-in Function]

Return the class of the expression expr or create a class with fields from structure s
and name (string) id. Additional arguments name a list of parent classes from which
the new class is derived.

isa (obj, class) [Function File]
Return true if obj is an object from the class class.

See also: [class]|, page 33, [typeinfo], page 33.

cast (val, type) [Function File]
Convert val to data type type.

See also: [int8|, page 47, [uint8], page 47, [int16], page 48, [uint16], page 48, [int32],
page 48, [uint32], page 48, [int64], page 48, [uint64], page 48, [double], page 41.

typecast (x, class) [Loadable Function]
Return a new array y resulting from interpreting the data of x in memory as data
of the numeric class class. Both the class of x and class must be one of the built-in
numeric classes:
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"logical"

""char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uintie"
"uint32"
"uint64"
"double"
"single"

"double complex"
"single complex"

the last two are reserved for class; they indicate that a complex-valued result is
requested. Complex arrays are stored in memory as consecutive pairs of real numbers.
The sizes of integer types are given by their bit counts. Both logical and char are
typically one byte wide; however, this is not guaranteed by C++. If your system is
IEEE conformant, single and double should be 4 bytes and 8 bytes wide, respectively.
"logical" is not allowed for class. If the input is a row vector, the return value is a
row vector, otherwise it is a column vector. If the bit length of x is not divisible by
that of class, an error occurs.

An example of the use of typecast on a little-endian machine is
x = uint16 ([1, 65535]);

typecast (x, ’uint8’)
= [ 0, 1, 255, 255]

See also: [cast], page 33, [bitunpack], page 35, [bitpack], page 34, [swapbytes|, page 34.

swapbytes (x) [Function File]
Swap the byte order on values, converting from little endian to big endian and vice
versa. For example:

swapbytes (uint16 (1:4))
= [ 256 512 768 1024]

See also: [typecast], page 33, [cast], page 33.
y = bitpack (x, class) [Loadable Function]

Return a new array y resulting from interpreting an array x as raw bit patterns for
data of the numeric class class. class must be one of the built-in numeric classes:
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"char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uint16"

"uint32"

"uint64"

"double"

"single"
The number of elements of x should be divisible by the bit length of class. If it is
not, excess bits are discarded. Bits come in increasing order of significance, i.e., x(1)
is bit 0, x(2) is bit 1, etc. The result is a row vector if x is a row vector, otherwise
it is a column vector.

See also: [bitunpack], page 35, [typecast], page 33.

y = bitpack (x) [Loadable Function]
Return an array y corresponding to the raw bit patterns of x. x must belong to one
of the built-in numeric classes:

"char"
"int8ll
"int16"
"int32"
"int64"
"uint8"
"uint16"
"uint32"
"uint64"
"double"
"single"
The result is a row vector if x is a row vector; otherwise, it is a column vector.

See also: [bitpack]|, page 34, [typecast|, page 33.

3.1.1 Numeric Object